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 1) Pengumpulan Data

Dataset yang digunakan adalah dataset yang bersumber dari link berikut :C

Dataset yang dipakai adalah dataset dengan nama file "Hungarian.data" diharapkan sebelum memakai dataset tersebut anda dapat membaca deskripsi dataset yang ada di dalam file "heart-disease.names"

 2) Menelaah Data

pilih dan masukan library yang anda butuhkan untuk menelaah data

import pandas as pd

import re

import numpy as np

import itertools

 Load Data

masukkan dataset yang dibutuhkan dengan alamat penyimpanan yang tepat dan simpan kedalam sebuah variabel dir = 'hungarian.data'

buatlah iterasi untuk membaca dataset

with open(dir, encoding='Latin1') as file:

lines = [line.strip() for line in file]

lines[0:10]

['1254 0 40 1 1 0 0',

'-9 2 140 0 289 -9 -9 -9',

'0 -9 -9 0 12 16 84 0',

'0 0 0 0 150 18 -9 7',

'172 86 200 110 140 86 0 0',

'0 -9 26 20 -9 -9 -9 -9',

'-9 -9 -9 -9 -9 -9 -9 12',

'20 84 0 -9 -9 -9 -9 -9',

'-9 -9 -9 -9 -9 1 1 1',

'1 1 -9. -9. name']

setelah membaca file dataset lakukan iterasi sesuai jumlah kolom dan baris yang ada pada dataset. Untuk keterangan kolom dan baris dapat dilihat melalui deskripsi dataset yang sudah dijelaskan sebelumnya

data = itertools.takewhile(

lambda x: len(x) == 76,

(' '.join(lines[i:(i + 10)]).split() for i in range(0, len(lines), 10))

)

df = pd.DataFrame.from\_records(data)

df.head()

**0 1 2 3 4 5 6 7 8 9 ... 66 67 68 69 70 71 72 73 74 75**

0 1254 0 40 1 1 0 0 -9 2 140 ... -9 -9 1 1 1 1 1 -9. -9. name

1 1255 0 49 0 1 0 0 -9 3 160 ... -9 -9 1 1 1 1 1 -9. -9. name

2 1256 0 37 1 1 0 0 -9 2 130 ... -9 -9 1 1 1 1 1 -9. -9. name

3 1257 0 48 0 1 1 1 -9 4 138 ... 2 -9 1 1 1 1 1 -9. -9. name

4 1258 0 54 1 1 0 1 -9 3 150 ... 1 -9 1 1 1 1 1 -9. -9. name

5 rows × 76 columns

menampilan informasi dari file dataset yang sudah dimasukkan kedalam dataframe

df.info()

3 3 o u object

33 33 294 non-null object

34 34 294 non-null object

35 35 294 non-null object

36 36 294 non-null object

37 37 294 non-null object

38 38 294 non-null object

39 39 294 non-null object

40 40 294 non-null object

41 41 294 non-null object

42 42 294 non-null object

43 43 294 non-null object

44 44 294 non-null object

45 45 294 non-null object

46 46 294 non-null object

47 47 294 non-null object

48 48 294 non-null object

49 49 294 non-null object

50 50 294 non-null object

51 51 294 non-null object

52 52 294 non-null object

53 53 294 non-null object

54 54 294 non-null object

55 55 294 non-null object

56 56 294 non-null object

57 57 294 non-null object

58 58 294 non-null object

59 59 294 non-null object

60 60 294 non-null object

61 61 294 non-null object

62 62 294 non-null object

63 63 294 non-null object

64 64 294 non-null object

65 65 294 non-null object

66 66 294 non-null object

67 67 294 non-null object

68 68 294 non-null object

69 69 294 non-null object

70 70 294 non-null object

71 71 294 non-null object

72 72 294 non-null object

73 73 294 non-null object

74 74 294 non-null object

75 75 294 non-null object

dtypes: object(76)

Pada kondisi dataset yang kita miliki terdapat kondisi khusus yang dimana sebelum memasuki tahap validasi data untuk tipe data object atau string perlu dilakukan penghapusan fitur dikarenakan pada dataset ini nilai null disimbolkan dengan angka -9.0

df = df.iloc[:,:-1]

df = df.drop(df.columns[0], axis=1)

mengubah tipe data file dataset menjadi tipe data float sesuai dengan nilai null yaitu -9.0

df = df.astype(float)

df.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 294 entries, 0 to 293

Data columns (total 74 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 1 294 non-null float64

1 2 294 non-null float64

2 3 294 non-null float64

3 4 294 non-null float64

4 5 294 non-null float64

5 6 294 non-null float64

6 7 294 non-null float64

7 8 294 non-null float64

8 9 294 non-null float64

9 10 294 non-null float64

10 11 294 non-null float64

11 12 294 non-null float64

12 13 294 non-null float64

13 14 294 non-null float64

14 15 294 non-null float64

15 16 294 non-null float64

16 17 294 non-null float64

17 18 294 non-null float64

18 19 294 non-null float64

19 20 294 non-null float64

20 21 294 non-null float64

21 22 294 non-null float64

22 23 294 non-null float64

23 24 294 non-null float64

24 25 294 non-null float64

25 26 294 non-null float64

26 27 294 non-null float64

27 28 294 non-null float64

28 29 294 non-null float64

29 30 294 non-null float64

30 31 294 non-null float64

31 32 294 non-null float64

32 33 294 non-null float64

33 34 294 non-null float64

34 35 294 non-null float64

35 36 294 non-null float64

36 37 294 non-null float64

37 38 294 non-null float64

38 39 294 non-null float64

39 40 294 non-null float64

40 41 294 non-null float64

41 42 294 non-null float64

42 43 294 non-null float64

43 44 294 non-null float64

44 45 294 non-null float64

45 46 294 non-null float64

46 47 294 non-null float64

47 48 294 non-null float64

48 49 294 non-null float64

49 50 294 non-null float64

50 51 294 non-null float64

51 52 294 non-null float64

52 53 294 non-null float64

 3) Validasi Data

Pada tahap ini bertujuan untuk mengetahui dan memahami isi dari dataset agar dapat dilakukan penanganan sesuai dengan kondisinya

mengubah nilai -9.0 menjadi nilai null value sesuai dengan deskripsi dataset

df.replace(-9.0, np.nan, inplace=True)

menghitung jumlah nilai null value

df.isnull().sum()

1 0

2 0

3 0

4 0

5 0

...

70 0

71 0

72 0

73 266

74 294

Length: 74, dtype: int64

df.head()

**1 2 3 4 5 6 7 8 9 10 ... 65 66 67 68 69 70 71 72 73 74** 0 0.0 40.0 1.0 1.0 0.0 0.0 NaN 2.0 140.0 0.0 ... NaN NaN NaN 1.0 1.0 1.0 1.0 1.0 NaN NaN 1 0.0 49.0 0.0 1.0 0.0 0.0 NaN 3.0 160.0 1.0 ... NaN NaN NaN 1.0 1.0 1.0 1.0 1.0 NaN NaN 2 0.0 37.0 1.0 1.0 0.0 0.0 NaN 2.0 130.0 0.0 ... NaN NaN NaN 1.0 1.0 1.0 1.0 1.0 NaN NaN 3 0.0 48.0 0.0 1.0 1.0 1.0 NaN 4.0 138.0 0.0 ... NaN 2.0 NaN 1.0 1.0 1.0 1.0 1.0 NaN NaN 4 0.0 54.0 1.0 1.0 0.0 1.0 NaN 3.0 150.0 0.0 ... NaN 1.0 NaN 1.0 1.0 1.0 1.0 1.0 NaN NaN 5 rows × 74 columns

df.info()

16 17 1 non-null float64

17 18 293 non-null float64

18 19 294 non-null float64

19 20 294 non-null float64

20 21 294 non-null float64

21 22 293 non-null float64

22 23 292 non-null float64

23 24 293 non-null float64

24 25 293 non-null float64

25 26 293 non-null float64

26 27 285 non-null float64

27 28 292 non-null float64

28 29 104 non-null float64

29 30 292 non-null float64

30 31 293 non-null float64

31 32 293 non-null float64

32 33 293 non-null float64

33 34 293 non-null float64

34 35 293 non-null float64

35 36 293 non-null float64

36 37 293 non-null float64

37 38 292 non-null float64

38 39 294 non-null float64

39 40 104 non-null float64

40 41 293 non-null float64

41 42 294 non-null float64

42 43 4 non-null float64

43 44 0 non-null float64

44 45 0 non-null float64

45 46 0 non-null float64

46 47 3 non-null float64

47 48 0 non-null float64

48 49 2 non-null float64

49 50 28 non-null float64

50 51 27 non-null float64

51 52 17 non-null float64

52 53 0 non-null float64

53 54 294 non-null float64

54 55 294 non-null float64

55 56 294 non-null float64

56 57 294 non-null float64

57 58 19 non-null float64

58 59 58 non-null float64

59 60 48 non-null float64

60 61 18 non-null float64

61 62 59 non-null float64

62 63 9 non-null float64

63 64 23 non-null float64

64 65 5 non-null float64

65 66 50 non-null float64

66 67 25 non-null float64

67 68 294 non-null float64

68 69 294 non-null float64

69 70 294 non-null float64

70 71 294 non-null float64

71 72 294 non-null float64

72 73 28 non-null float64

73 74 0 non-null float64

dtypes: float64(74)

 4) Menentukan Object Data

Memilih 14 fitur yang akan digunakan sesuai dengan deskripsi dataset

df\_selected = df.iloc[:, [1, 2, 7,8,10,14,17,30,36,38,39,42,49,56]]

df\_selected.head()

**2 3 8 9 11 15 18 31 37 39 40 43 50 57**

0 40.0 1.0 2.0 140.0 289.0 0.0 0.0 172.0 0.0 0.0 NaN NaN NaN 0.0

1 49.0 0.0 3.0 160.0 180.0 0.0 0.0 156.0 0.0 1.0 2.0 NaN NaN 1.0

2 37.0 1.0 2.0 130.0 283.0 0.0 1.0 98.0 0.0 0.0 NaN NaN NaN 0.0

3 48.0 0.0 4.0 138.0 214.0 0.0 0.0 108.0 1.0 1.5 2.0 NaN NaN 3.0

4 54.0 1.0 3.0 150.0 NaN 0.0 0.0 122.0 0.0 0.0 NaN NaN NaN 0.0

df\_selected.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 294 entries, 0 to 293

Data columns (total 14 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 2 294 non-null float64

1 3 294 non-null float64

2 8 294 non-null float64

3 9 293 non-null float64

4 11 271 non-null float64

5 15 286 non-null float64

6 18 293 non-null float64

7 31 293 non-null float64

8 37 293 non-null float64

9 39 294 non-null float64

10 40 104 non-null float64

11 43 4 non-null float64

12 50 28 non-null float64

13 57 294 non-null float64

dtypes: float64(14)

memory usage: 32.3 KB

mengganti nama kolom sesuai dengan 14 nama kolom yang ada pada deskripsi dataset

column\_mapping = {

2: 'age',

3: 'sex',

8: 'cp',

9: 'trestbps',

11: 'chol',

15: 'fbs',

18: 'restecg',

31: 'thalach',

37: 'exang',

39: 'oldpeak',

40: 'slope',

43: 'ca',

50: 'thal',

57: 'target'

}

df\_selected.rename(columns=column\_mapping, inplace=True)

<ipython-input-16-edcc9cd19c95>:18: SettingWithCopyWarning:

A value is trying to be set on a copy of a slice from a DataFrame

See the caveats in the documentation: https://pandas.pydata.org/pandas-docs/stable/user\_guide/indexing.html#returning-a-view-versus-a-copy df\_selected.rename(columns=column\_mapping, inplace=True)

df\_selected.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 294 entries, 0 to 293

Data columns (total 14 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 age 294 non-null float64

1 sex 294 non-null float64

2 cp 294 non-null float64

3 trestbps 293 non-null float64

4 chol 271 non-null float64

5 fbs 286 non-null float64

6 restecg 293 non-null float64

7 thalach 293 non-null float64

8 exang 293 non-null float64

9 oldpeak 294 non-null float64

10 slope 104 non-null float64

11 ca 4 non-null float64

12 thal 28 non-null float64

13 target 294 non-null float64

dtypes: float64(14)

memory usage: 32.3 KB

menghitung jumlah fitur pada dataset

df\_selected.value\_counts()

age sex cp trestbps chol fbs restecg thalach exang oldpeak slope ca thal target

47.0 1.0 4.0 150.0 226.0 0.0 0.0 98.0 1.0 1.5 2.0 0.0 7.0 1.0 1

dtype: int64

 5) Membersihkan Data

Sebelum melakukan pemodelan dilakukan pembersihan data agar model yang dihasilkan lebih akurat

menghitung jumlah null values yang ada diddalam dataset

df\_selected.isnull().sum()

age 0

sex 0

cp 0

trestbps 1

chol 23

fbs 8

restecg 1

thalach 1

exang 1

oldpeak 0

slope 190

ca 290

thal 266

target 0

dtype: int64

Berdasarkan output kode program diatas ada beberapa fitur yang hampir 90% datanya memiliki nilai null sehingga perlu dilakukan penghapusan fitur menggunakan fungsi drop

columns\_to\_drop = ['ca', 'slope','thal']

df\_selected = df\_selected.drop(columns\_to\_drop, axis=1)

df\_selected.isnull().sum()

age 0

sex 0

cp 0

trestbps 1

chol 23

fbs 8

restecg 1

thalach 1

exang 1

oldpeak 0

target 0

dtype: int64

Dikarenakan masih ada nilai null dibeberapa kolom fitur maka akan dilakukan pengisian nilai null menggunakan nilai mean di setiap kolomnya

meanTBPS = df\_selected['trestbps'].dropna()

meanChol = df\_selected['chol'].dropna()

meanfbs = df\_selected['fbs'].dropna()

meanRestCG = df\_selected['restecg'].dropna()

meanthalach = df\_selected['thalach'].dropna()

meanexang = df\_selected['exang'].dropna()

meanTBPS = meanTBPS.astype(float)

meanChol = meanChol.astype(float)

meanfbs = meanfbs.astype(float)

meanthalach = meanthalach.astype(float)

meanexang = meanexang.astype(float)

meanRestCG = meanRestCG.astype(float)

meanTBPS = round(meanTBPS.mean())

meanChol = round(meanChol.mean())

meanfbs = round(meanfbs.mean())

meanthalach = round(meanthalach.mean())

meanexang = round(meanexang.mean())

meanRestCG = round(meanRestCG.mean())

mengubah nilai null menjadi nilai mean yang sudah ditentukan sebelumnya

fill\_values = {'trestbps': meanTBPS, 'chol': meanChol, 'fbs': meanfbs,

'thalach':meanthalach,'exang':meanexang,'restecg':meanRestCG}

dfClean = df\_selected.fillna(value=fill\_values)

dfClean.info()

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 294 entries, 0 to 293

Data columns (total 11 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 age 294 non-null float64

1 sex 294 non-null float64

2 cp 294 non-null float64

3 trestbps 294 non-null float64

4 chol 294 non-null float64

5 fbs 294 non-null float64

6 restecg 294 non-null float64

7 thalach 294 non-null float64

8 exang 294 non-null float64

9 oldpeak 294 non-null float64

10 target 294 non-null float64

dtypes: float64(11)

memory usage: 25.4 KB

dfClean.isnull().sum()

age 0

sex 0

cp 0

trestbps 0

chol 0

fbs 0

restecg 0

thalach 0

exang 0

oldpeak 0

target 0

dtype: int64

melalukan pengecekan terhadap duplikaksi data

duplicate\_rows = dfClean.duplicated()

dfClean[duplicate\_rows]

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

163 49.0 0.0 2.0 110.0 251.0 0.0 0.0 160.0 0.0 0.0 0.0

print("All Duplicate Rows:")

dfClean[dfClean.duplicated(keep=False)]

All Duplicate Rows:

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

90 49.0 0.0 2.0 110.0 251.0 0.0 0.0 160.0 0.0 0.0 0.0

163 49.0 0.0 2.0 110.0 251.0 0.0 0.0 160.0 0.0 0.0 0.0

Menghapus data yang memiliki duplikat

dfClean = dfClean.drop\_duplicates()

print("All Duplicate Rows:")

dfClean[dfClean.duplicated(keep=False)]

All Duplicate Rows:

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

dfClean.head()

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

0 40.0 1.0 2.0 140.0 289.0 0.0 0.0 172.0 0.0 0.0 0.0

1 49.0 0.0 3.0 160.0 180.0 0.0 0.0 156.0 0.0 1.0 1.0

2 37.0 1.0 2.0 130.0 283.0 0.0 1.0 98.0 0.0 0.0 0.0

3 48.0 0.0 4.0 138.0 214.0 0.0 0.0 108.0 1.0 1.5 3.0

4 54.0 1.0 3.0 150.0 251.0 0.0 0.0 122.0 0.0 0.0 0.0

dfClean['target'].value\_counts()

0.0 187

1.0 37

3.0 28

2.0 26

4.0 15

Name: target, dtype: int64

import seaborn as sns

import matplotlib.pyplot as plt

Mencari korelasi antar fitur

dfClean.corr()

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

age 1.000000 0.014516 0.146616 0.246571 0.087101 0.181130 0.050672 -0.460514 0.239223 0.178172 0.210429 sex 0.014516 1.000000 0.245769 0.082064 0.027695 0.044372 -0.108656 -0.106959 0.154925 0.115959 0.220732 cp 0.146616 0.245769 1.000000 0.081293 0.134697 0.031930 -0.016372 -0.367819 0.494674 0.351735 0.427536

trestbps 0.246571 0.082064 0.081293 1.000000 0.080818 0.096222 0.011256 -0.181824 0.211507 0.204000 0.214898 chol 0.087101 0.027695 0.134697 0.080818 1.000000 0.107686 0.048081 -0.122038 0.161055 0.106743 0.256027 fbs 0.181130 0.044372 0.031930 0.096222 0.107686 1.000000 0.047988 -0.069722 0.115503 0.063179 0.154319 restecg 0.050672 -0.108656 -0.016372 0.011256 0.048081 0.047988 1.000000 0.006084 0.041290 0.042193 0.042643 thalach -0.460514 -0.106959 -0.367819 -0.181824 -0.122038 -0.069722 0.006084 1.000000 -0.400508 -0.300458 -0.367525 exang 0.239223 0.154925 0.494674 0.211507 0.161055 0.115503 0.041290 -0.400508 1.000000 0.624965 0.571710 oldpeak 0.178172 0.115959 0.351735 0.204000 0.106743 0.063179 0.042193 -0.300458 0.624965 1.000000 0.580732 target 0.210429 0.220732 0.427536 0.214898 0.256027 0.154319 0.042643 -0.367525 0.571710 0.580732 1.000000

cor\_mat=dfClean.corr()

fig,ax=plt.subplots(figsize=(15,10))

sns.heatmap(cor\_mat,annot=True,linewidths=0.5,fmt=".3f")

<Axes: >
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Dalam tahap ini Konstruksi data salah satu tujuannya yaitu untuk menyesuaikan semua tipe data yang ada di dalam dataset. Namun pada tahap ini dataset sudah memiliki tipe data yang sesuai sehingga tidak perlu dilakukan penyesuaian kembali

dfClean.info()

<class 'pandas.core.frame.DataFrame'>

Int64Index: 293 entries, 0 to 293

Data columns (total 11 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 age 293 non-null float64

1 sex 293 non-null float64

2 cp 293 non-null float64

3 trestbps 293 non-null float64

4 chol 293 non-null float64

5 fbs 293 non-null float64

6 restecg 293 non-null float64

7 thalach 293 non-null float64

8 exang 293 non-null float64

9 oldpeak 293 non-null float64

10 target 293 non-null float64

dtypes: float64(11)

memory usage: 27.5 KB

dfClean.head(5)

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target**

0 40.0 1.0 2.0 140.0 289.0 0.0 0.0 172.0 0.0 0.0 0.0

1 49.0 0.0 3.0 160.0 180.0 0.0 0.0 156.0 0.0 1.0 1.0

2 37.0 1.0 2.0 130.0 283.0 0.0 1.0 98.0 0.0 0.0 0.0

3 48.0 0.0 4.0 138.0 214.0 0.0 0.0 108.0 1.0 1.5 3.0

4 54.0 1.0 3.0 150.0 251.0 0.0 0.0 122.0 0.0 0.0 0.0

Setelah Menyesuaikan tipe dataset kita , kita harus memisahkan antara fitur dan target lalu simpan kedalam variabel.

X = dfClean.drop("target",axis=1).values

y = dfClean.iloc[:,-1]

Setelah kita memisahkan antara fitur dan target , sebaiknya kita melakukan pengecekan terlebih dahulu terhadap persebaran jumlah target terlebih dahulu.

dfClean['target'].value\_counts().plot(kind='bar',figsize=(10,6),color=['green','blue'])

plt.title("Count of the target")

plt.xticks(rotation=0);

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS8AAADACAYAAABVu+U7AAAR0UlEQVR4nO3de3BU9d3H8ffZG8FAN9lkFhNMoiixRNaQoGYsRGi1ttPaWkeqJZapU8ep49gZraX8QceW3sYZW2VKp3Q68LRUbCvlFiBFSikJCISWFGJMGglghAC5kECum+zu2X3+yNM8YjASA7v+4uf1F0t28/suybxzzsnhHCsWi8UQETGMI9EDiIh8GIqXXHWxWIydO3fy9ttvX/T34XCY6urqBE0lplO8hGg0yu9+9zu+973vsXTpUiorK0f1+r///e9UVVW978cPHTrE4cOH8fl8AFRWVlJRUUF/fz9//vOfP/Dzb9myhbq6uvf9+Acd+di/fz979+79wHXELK5EDyCJ19zcTHV1NS+++CKWZREKhVi1ahVvvfUWmZmZPPLII6xfv54nn3ySH//4x9x///2sWLGC5ORk7r//fnbt2sXZs2dZvHgxt9xyCwMDAyxduhTbtrnvvvsoLy/n2LFj9Pb24vV6qaio4MiRIzz++OOcOHGC5557jpSUFJ544glefPFFurq6KC4u5ktf+hIwGMeysjKeeuoptm/fztmzZ/na177GhQsX2LJlC8XFxRw7doz+/n46Ojr42c9+xsqVK+ns7KSoqIj6+npqamq45pprmD17doL/teVK0ZaX0NnZSXp6Og6HA8uyGBgYoLa2lhdeeIGOjg7OnDlDd3c3AOfPnyccDjNjxgyWLl3K/v37KSws5NFHH+WWW24BBre08vLy+NGPfsTWrVuZN28eDz/8MJmZmQAUFBSwcOFCbr/9dnw+H8uWLaO1tZXKykoaGhq4/vrrefXVV4fmKygo4PHHHycvL4+CggKuvfZatm7dSjAYpLi4mKKiIizLYtmyZdi2zZEjR/jPf/5DTk4OGzZsIBAIUFJSonCNM4qX4Pf7OXnyJLZtY9s2XV1d2LYNQCQSwe12Ew6H6evro7e3F4DU1FQ8Hg+2bWNZFtFodOjzuVwuwuEw0WgUy7KGrffu56ekpGBZFm63G8uyCAQCLFiwgOXLlw97/vHjx3n99de5++67CYfDWJaFz+fD4XAQiUSAweNoDoeDmTNn8uCDD7J8+XJcLtdF88n4oHgJPp+Pr3/96yxdupQf/vCHnD9/nvnz57N48WJuvvlmcnNzcTgcrFixgpycHJKTk/H7/TidTq677jpmz57N1q1bqa2tBWD27Nm0trbyk5/8hEWLFuH1eoeOdwEEAgEqKio4fPgw2dnZAGRlZTF79mxcLhe/+tWv2LVr19Dzi4qKWLduHT09PQSDQXbs2EFOTg6pqal4vV6ysrJIS0vjBz/4AbZtU1hYSFJSEitWrOBvf/sbM2fOpKKign//+9/x/YeVq8rSeV4yHuzatYv29nZqampYtmwZDod+Lo93ipeMC42NjbS0tHDrrbcyceLERI8jcTDmeLW3t7N79+5LHtsQEbmS0tLSuOuuu3A4HGM/VaKxsZFJkyZRWFh4JWYTEXlff/rTnyguLgauwHlelmWRmpqK3+8f82AiIu8nFouRlJQ0tJeno5oiYiTFS0SMpHiJiJEULxExkuIlIkZK6FUl9r6zl5Aditt6BRkF+Cb6PviJIvKRl9B4PbT+IZp7muO23s5FO7ln2j1xW09Erh7tNoqIkRQvETGS4iUiRlK8RMRIipeIGEnxEhEjKV4iYqRh53k1NjZSXl7Oww8/zP79+2lsbCQ9PZ0bb7yRAwcOkJeXx5w5cxIxq4jIkGHxSk1Npa2tjWAwyF133UVKSgr19fXU1dXR3d1NVlYW8P83+tRVpEUkEYbtNnq9XpKTkwFwu928/vrr3HPPPXzuc5+jpKSE3/72t0O3xVq/fj2bNm2K78QiIlwiXs3NzdTX11NVVUUwGKSzsxO/309TUxNvvvnmRVcyXLBgAQ888EDchxYRGbbbOHHiRL71rW+RlJSE0+nk29/+NpZlkZmZidPp5JlnnrnotlK68YaIJMKweHm9Xrxe79Bjj8cDDB4LS01Njd9kIiIj0KkSImIkxUtEjKR4iYiRFC8RMZLiJSJGUrxExEiKl4gYSfESESMpXiJiJMVLRIykeImIkRQvETGS4iUiRlK8RMRIipeIGEnxEhEjDbsYYXV1Nb/+9a95/vnnWb16NRMnTmT+/PkEg0F27NhBSkoKTz75pK6gKiIJNWzLKz8/n/z8fGKxGBkZGfT399Pe3s6OHTtYsmQJ4XCYrq4uYrEYGzduZPPmzYmYW0Q+5oZteb3bI488Qjgc5vnnn8ftdmPbNrZt43Q6Afjyl79MVlYW0Wg0LsOKiPzXsHgdPXqUhoYGSktLSU1NpbGxkc9//vP4/X6WL1/OTTfdRHJyMpZl4XK5cDqdipeIxN2weOXm5vLSSy9d8slLliy56gOJiFwO/bZRRIykeImIkRQvETGS4iUiRlK8RMRIipeIGEnxEhEjKV4iYiTFS0SMpHiJiJEULxExkuIlIkZSvETESIqXiBhJ8RIRIyleImKkYfFqbm5m27ZtDAwMUFtbS2lpKd3d3TQ2NvLKK69QWVmZiDlFRC4yLF6WZXHkyBF6enpwuVxMnz6dNWvWcPDgQQYGBrjhhhsAiMViRCIRbNuO+9AiIsPiNWXKFHw+H5ZlkZubS21tLQUFBRQXFzNr1ix+85vfDF2zvrS0lC1btsR9aBGRYdew7+npoa2tjTNnzrBr1y56enrIy8uju7ubyZMnE4lEiMViOBwOHnzwQW644QbC4XAiZheRj7FhW15dXV0UFhbS3t5OVlYW6enpnDx5EoATJ07w9NNPD936TEQkUYZteWVmZpKZmXnJJ2dnZ1/1gURELodOlRARIyleImIkxUtEjKR4iYiRFC8RMZLiJSJGUrxExEiKl4gYSfESESMpXiJiJMVLRIykeImIkRQvETGS4iUiRlK8RMRIipeIGGnYxQirq6tZu3Yt3//+9zl06BBVVVUUFRWRkZHBxo0byc7OZuHChViWlYh5RUSAS2x55efnD12X/p///CfPPPMMe/bsYcOGDXznO9+hubmZnp4eYrEY27dv57XXXkvE3CLyMTdsy+u9/ruFFYvFsCwLy7KIxWIAzJ07l+Tk5Ks7oYjIJQyL19GjR6mqqmLChAkEAgF+8YtfcNtttzF16lReeOEFpkyZwuTJk7Esi8mTJzNp0iTdPUhE4m5YvHJzc1m9evXQ4/vuu2/oz7feemt8phIR+QD6baOIGEnxEhEjKV4iYiTFS0SMpHiJiJEULxExkuIlIkZSvETESIqXiBhJ8RIRIyleImIkxUtEjKR4iYiRFC8RMZLiJSJGUrxExEgjXga6vLychoYGXC4XHo+H/v5+7r33XrKysuI1n4jIJY245VVcXMztt9+Ox+Ohvr6epKQkJk2aBAxe0z4ajRKNRuMyqIjIu40YL6fTyd69e/n0pz/Ns88+yx133MErr7wy9PGNGzeyefPmqz6kiMh7jbjb2N/fT0dHB36/n7KyMpqamrj++uuBwbsKLViwgGnTpukGHCISdyPGy+PxsGTJEpxOJ3fffTfRaHRot1FEJJFGjJfD4SApKQlA0RKRjxSdKiEiRlK8RMRIipeIGEnxEhEjKV4iYiTFS0SMpHiJiJEULxExkuIlIkZSvETESIqXiBhJ8RIRIyleImIkxUtEjKR4iYiRRryel23b2LaN0+nEsiwikQhutxvLsuI1n4jIJY0Yr5///Od4vV7mzJnD7t27CYVC5OXl8YUvfCFe84mIXNKIu42BQIC+vj5qamoIhUI8++yzVFVVAYN3D3rjjTeoqamJy6AiIu82Yrw+85nP8MQTT1BXV0coFKKrq4sJEyYMfdztduPxeK76kCIi7zXibuPevXs5ceIEX/3qV+nq6uLll1/moYceAgbvHjRjxgyCwaDuHiQicTdivD772c9e9Li4uPiqDiMicrl0qoSIGEnxEhEjKV4iYiTFS0SMpHiJiJEULxExkuIlIkYa8TwvGZueHqiujt96DgfceWf81hNJJMXrKqqvh7lz47deUhIEg/FbTySRtNsoIkZSvETESIqXiBhJ8RIRIyleImIkxUtEjKRTJWRMdhzbwY7jO+K2Xv6UfL4x6xtxW08+ukaM1+HDh6mvr2f+/Pn09fWxe/dupk+fzrx58+I1n3zEHWg6wEuVL8VtvQV5CxQvAT4gXn6/H7/fz9q1a5kxYwbnzp3j3nvvBQZvwBGJRIhEInEZVCRRnnoKGhrit953vwvvuYixXMKI8Zo6dSpr165l3rx55ObmUlBQwMqVK3nuuedwu91s27aNw4cP88UvfjFe84rEXWUl/N9Ns+KipCR+a5lsxHitWbOG9vZ27rzzTtra2mhtbR266axlWTzwwAPk5OToBhwiEncjxmvu3LlcuHABy7JIS0ujr6+Pp59+GrfbHa/5REQuacR43XjjjRc99vl8V3UYEZHLpfO8RMRIipeIGEnxEhEjKV4iYiT99yCRj7mQHaLqTBxPZANuy7wNt3NsZy0oXiIfcx3BDj71P5+K65pti9tIvyZ9TJ9Du40iYiTFS0SMpHiJiJEULxExkuIlIkZSvETESIqXiBhJ8RIRIyleImIkxUtEjHTZ/z3Itm1++ctf0tvby8KFC4ddqFBEJJ4uO17BYJBoNEpJSQn79u1j2rRpbNq0iTfeeINoNEpNTc3oFz/swhvyjvp1A6EBPB4PFtaoXrdz/U4afY2jXu/DamoC7+jfHrEYhMMhPB7PqF7ncsGqVaNfbyzqjtfhPT76NxmJRLAsC6fTOarXtZxrYVVnfN9kf/+H+zqGQiHcbg/W6L5NOXAA4nlbiO6Bbry1o3+DMWKEQ+FRf58C/HHNH7nGfc2oX9fU1EQsFgPAiv33Tx+gt7eXlStX8pWvfIWDBw9SUlKCbdtEo9HBTzTar9CHFIvFWLVqFY899hgOx/jc6w2Hw7z88st885vfTPQoV015eTkZGRncfPPNiR7lqlm9ejWPPvroqANtCtu2+f3vf89jjz0W13VdLheWZV3+ltfEiRPx+Xxs3LiRRYsWDb7YFf+LUsRiMQKBAG63e9zGy7IsZs6cOa5vdJKdnY3X6x3X73HmzJl4PJ5x+33qdDoT+n162VteIiIfJcb8SGhoaGDTpk0Eg0Fg8Bjc5s2beeuttxgP/T1z5gx/+ctf6O/vBwa3MP/1r3+xffv2oV1z0+3bt48NGzbQ3d0NwMDAAFu2bKGurm5cfA37+vooLS1l3759Q+8nEolQVlbGkSNHxsV7BGhpaeHAgQPA4PdpdXU1ZWVlcb9/qxHxisVi/OEPfyA7O5tXX30VgNLSUvx+P2vXrsW27QRPOHYTJkzg+PHj9Pb2AtDc3My+ffsIBoPs378/wdNdGbm5uUybNo1169YB8Ne//hWv13tRtE0WjUYpLCxkz549XLhwARg8tmdZFq+99hrnz59P8IRjNzAwwIYNGygvLwegq6uLsrIyHA4Hu3fvjussRsQrFAoxefJkbrrpJjo7OwHo6OggNzeX5OTkcfETLS0tjZSUlKHH7e3tZGdnU1BQwNtvv53Aya4c27bZtm0bWVlZALS2tvLJT36SlJQUQqFQgqcbu0mTJjFhwgQAPvGJTwBw6tQpAoEA1157LT09PYkc74pYt24dPp+P06dPEw6HCQaDpKenk5eXx9mzZ+M6ixGXgfZ4PPT19bFnzx6mTp3KwYMHyc7OpqKigoGBgXFxQPTChQucOnWKhoYG3nnnHTIyMjh69Cjnzp2jqKgo0eNdEWfOnKG4uJiGhgYOHjzItGnTKC8vp7Ozk6SkpESPN2bnz5/npz/96dBv4g8dOsSMGTP4xz/+wenTpy/64WSqOXPmcPbsWWKxGG+++SYZGRm0tLRQXl7O9OnT4zqLMQfsW1tbOXnyJLNmzeLUqVNkZWVRXV3Nddddx5QpUxI93pi1tbVRW1tLcnIyU6ZMITMzk6amJrq7uwkEAoke74qoqamhv7+f/Px8Tp8+TXZ2NtXV1WRkZJCRkZHo8casp6eHQ4cOAXDHHXfQ0tJCTk4ONTU1+Hy+oS1O00WjUZqamnC5XKSlpdHW1kZ7ezuBQCCuGxLGxEtE5N3M398SkY8lxUtEjKR4iYiR/heD/7jjCQH1igAAAABJRU5ErkJggg==)

Pada Grafik diatas menunjukan bahwa persebaran jumlah target tidak seimbang oleh karena itu perlu diseimbangkan terlebih dahulu. Menyeimbangkan target ada 2 cara yaitu oversampling dan undersampling. oversampling dilakukan jika jumlah dataset sedikit sedangkan undersampling dilakukan jika jumlah data terlalu banyak.

Disini kita akan melakukan oversampling dikarenakan jumlah data kita tidak banyak. Salah satu metode yang Oversampling yang akan kita gunakan adalah SMOTE

from imblearn.over\_sampling import SMOTE

# oversampling

smote = SMOTE(random\_state=42)

X\_smote\_resampled, y\_smote\_resampled = smote.fit\_resample(X, y)

plt.figure(figsize=(12, 4))

new\_df1 = pd.DataFrame(data=y)

plt.subplot(1, 2, 1)

new\_df1.value\_counts().plot(kind='bar',figsize=(10,6),color=['green','blue','red','yellow'])

plt.title("target before over sampling with SMOTE ")

plt.xticks(rotation=0);

plt.subplot(1, 2, 2)

new\_df2 = pd.DataFrame(data=y\_smote\_resampled)

new\_df2.value\_counts().plot(kind='bar',figsize=(10,6),color=['green','blue','red','yellow'])

plt.title("target after over sampling with SMOTE")

plt.xticks(rotation=0);

plt.tight\_layout()

plt.show()
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new\_df1 = pd.DataFrame(data=y)

new\_df1.value\_counts()

target

0.0 187

1.0 37

3.0 28

2.0 26

4.0 15

dtype: int64

# over

new\_df2 = pd.DataFrame(data=y\_smote\_resampled)

new\_df2.value\_counts()

target

0.0 187

1.0 187

2.0 187

3.0 187

4.0 187

dtype: int64

Setelah menyeimbangkan persebaran jumlah target kita akan melakukan mengecekan apakah perlu dilakukan normalisasi/standarisasi pada datset kita.

dfClean.describe()

**age sex cp trestbps chol fbs restecg thalach exang oldpeak target** count 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 293.000000 mean 47.822526 0.726962 2.986348 132.662116 250.860068 0.068259 0.218430 139.058020 0.303754 0.588055 0.795222

std 7.824875 0.446282 0.965049 17.576793 65.059069 0.252622 0.460868 23.558003 0.460665 0.909554 1.238251 min 28.000000 0.000000 1.000000 92.000000 85.000000 0.000000 0.000000 82.000000 0.000000 0.000000 0.000000 25% 42.000000 0.000000 2.000000 120.000000 211.000000 0.000000 0.000000 122.000000 0.000000 0.000000 0.000000 50% 49.000000 1.000000 3.000000 130.000000 248.000000 0.000000 0.000000 140.000000 0.000000 0.000000 0.000000 75% 54.000000 1.000000 4.000000 140.000000 277.000000 0.000000 0.000000 155.000000 1.000000 1.000000 1.000000 max 66.000000 1.000000 4.000000 200.000000 603.000000 1.000000 2.000000 190.000000 1.000000 5.000000 4.000000

Pada deskripsi diatas dapat dilihat bahwa terdapat rentang nilai yang cukup jauh pada standar deviasi setiap fitur dataset yang kita miliki. Oleh karena itu perlu dilakukan normalisasi/standarisasi agar memperkecil rentang antara standar deviasi setiap kolom.

from sklearn.preprocessing import MinMaxScaler

scaler = MinMaxScaler()

X\_smote\_resampled\_normal = scaler.fit\_transform(X\_smote\_resampled)

len(X\_smote\_resampled\_normal)

935

dfcek1 = pd.DataFrame(X\_smote\_resampled\_normal)

dfcek1.describe()

**0 1 2 3 4 5 6 7 8 9** count 935.000000 935.000000 935.000000 935.000000 935.000000 935.000000 935.000000 935.000000 935.000000 935.000000 mean 0.563739 0.842507 0.818224 0.403413 0.341027 0.094277 0.117938 0.453354 0.598398 0.227015

std 0.174873 0.332492 0.274211 0.147493 0.110990 0.252030 0.199527 0.197232 0.450288 0.201293 min 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 0.000000 25% 0.473283 1.000000 0.666667 0.305556 0.267954 0.000000 0.000000 0.312720 0.000000 0.000000 50% 0.578947 1.000000 1.000000 0.387952 0.330240 0.000000 0.000000 0.440606 0.962447 0.200000 75% 0.683363 1.000000 1.000000 0.487481 0.393811 0.000000 0.201473 0.593629 1.000000 0.386166 max 1.000000 1.000000 1.000000 1.000000 1.000000 1.000000 1.000000 1.000000 1.000000 1.000000

Setelah dilakukan normalisasi pada fitur, selanjutnya kita perlu membagi fitur dan target menjadi data train dan test.

from sklearn.model\_selection import train\_test\_split

# membagi fitur dan target menjadi data train dan test (untuk yang oversample saja)

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X\_smote\_resampled, y\_smote\_resampled, test\_size=0.2, random\_state=42,stratify=y\_smote\_resampled)

# membagi fitur dan target menjadi data train dan test (untuk yang oversample + normalization)

X\_train\_normal, X\_test\_normal, y\_train\_normal, y\_test\_normal = train\_test\_split(X\_smote\_resampled\_normal, y\_smote\_resampled, test\_size=0.2, random\_state=42,stratify = y\_smote\_resampled)  7) Model

Pada tahap ini kita akan memulai untuk membangun sebuah model.

Dibawah ini merupakan sebuah fungsi untuk menampilkan hasil akurasi dan rata - rata dari recall , f1 dan precision score setiap model. Fungsi

ini nantinya akan dipanggil di setiap model. Membuat Fungsi ini bersifat opsional.

from sklearn.metrics import accuracy\_score,recall\_score,f1\_score,precision\_score,roc\_auc\_score,confusion\_matrix,precision\_score

def evaluation(Y\_test,Y\_pred):

acc = accuracy\_score(Y\_test,Y\_pred)

rcl = recall\_score(Y\_test,Y\_pred,average = 'weighted')

f1 = f1\_score(Y\_test,Y\_pred,average = 'weighted')

ps = precision\_score(Y\_test,Y\_pred,average = 'weighted')

metric\_dict={'accuracy': round(acc,3),

'recall': round(rcl,3),

'F1 score': round(f1,3),

'Precision score': round(ps,3)

}

return print(metric\_dict)

 Oversample

 KNN

Pada tahap ini kita akan akan memulai membangun model dengan algoritma KNN dengan nilai neighbors yaitu 3.

from sklearn.neighbors import KNeighborsClassifier

from sklearn.ensemble import RandomForestClassifier

from xgboost import XGBClassifier

from sklearn.metrics import accuracy\_score, classification\_report

knn\_model = KNeighborsClassifier(n\_neighbors = 3)

knn\_model.fit(X\_train, y\_train)

▾ KNeighborsClassifier

KNeighborsClassifier(n\_neighbors=3)

Berikut adalah kode program untuk menampilkan hasil akurasi dengan algoritma KNN

y\_pred\_knn = knn\_model.predict(X\_test)

# Evaluate the KNN model

print("K-Nearest Neighbors (KNN) Model:")

accuracy\_knn\_smote = round(accuracy\_score(y\_test,y\_pred\_knn),3)

print("Accuracy:", accuracy\_knn\_smote)

print("Classification Report:")

print(classification\_report(y\_test, y\_pred\_knn))

K-Nearest Neighbors (KNN) Model:

Accuracy: 0.754

Classification Report:

precision recall f1-score support

0.0 0.65 0.39 0.49 38

1.0 0.73 0.81 0.77 37

2.0 0.80 0.86 0.83 37

3.0 0.77 0.87 0.81 38

4.0 0.78 0.84 0.81 37

accuracy 0.75 187

macro avg 0.75 0.76 0.74 187

weighted avg 0.74 0.75 0.74 187

evaluation(y\_test,y\_pred\_knn)

{'accuracy': 0.754, 'recall': 0.754, 'F1 score': 0.741, 'Precision score': 0.745}

Pada visualisasi ini ditampilkan visualisasi confusion matrix untuk membandingkan hasil prediksi model dengan nilai sebenarnya.

cm = confusion\_matrix(y\_test, y\_pred\_knn)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()

 Random Forest ![](data:image/png;base64,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)

Selanjutnya kita akan membangun model dengan algoritma random forest dengan n\_estimators yaitu 100, n\_estimators sendiri berguna mengatur jumlah pohon keputusan yang akan dibangun

rf\_model = RandomForestClassifier(n\_estimators=100, random\_state=42)

rf\_model.fit(X\_train, y\_train)

▾ RandomForestClassifier

RandomForestClassifier(random\_state=42)

y\_pred\_rf = rf\_model.predict(X\_test)

# Evaluate the Random Forest model

print("\nRandom Forest Model:")

accuracy\_rf\_smote = round(accuracy\_score(y\_test, y\_pred\_rf),3)

print("Accuracy:",accuracy\_rf\_smote)

print("Classification Report:")

print(classification\_report(y\_test, y\_pred\_rf))

Random Forest Model:

Accuracy: 0.92

Classification Report:

precision recall f1-score support

0.0 0.94 0.89 0.92 38

1.0 0.85 0.92 0.88 37

2.0 0.89 0.89 0.89 37

3.0 0.95 0.97 0.96 38

4.0 0.97 0.92 0.94 37

accuracy 0.92 187

macro avg 0.92 0.92 0.92 187

weighted avg 0.92 0.92 0.92 187

evaluation(y\_test,y\_pred\_rf)

{'accuracy': 0.92, 'recall': 0.92, 'F1 score': 0.92, 'Precision score': 0.922}

cm = confusion\_matrix(y\_test, y\_pred\_rf)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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 XGBoost

Pada tahap ini dalam membangun model, kita akan menggunakan algoritma XGBoost dengan learning rate yaitu 0.1. learning rate berguna untuk mengontrol seberapa besar kita menyesuaikan bobot model.

xgb\_model = XGBClassifier(learning\_rate=0.1, n\_estimators=100, random\_state=42)

xgb\_model.fit(X\_train, y\_train)

▾ XGBClassifier

XGBClassifier(base\_score=None, booster=None, callbacks=None,

colsample\_bylevel=None, colsample\_bynode=None,

colsample\_bytree=None, device=None, early\_stopping\_rounds=None,

enable\_categorical=False, eval\_metric=None, feature\_types=None,

gamma=None, grow\_policy=None, importance\_type=None,

interaction\_constraints=None, learning\_rate=0.1, max\_bin=None,

max\_cat\_threshold=None, max\_cat\_to\_onehot=None,

max\_delta\_step=None, max\_depth=None, max\_leaves=None,

min\_child\_weight=None, missing=nan, monotone\_constraints=None,

multi\_strategy=None, n\_estimators=100, n\_jobs=None,

num\_parallel\_tree=None, objective='multi:softprob', ...)

y\_pred\_xgb = xgb\_model.predict(X\_test)

# Evaluate the XGBoost model

print("\nXGBoost Model:")

accuracy\_xgb\_smote = round(accuracy\_score(y\_test, y\_pred\_xgb),3)

print("Accuracy:",accuracy\_xgb\_smote)

print("Classification Report:")

print(classification\_report(y\_test, y\_pred\_xgb))

XGBoost Model:

Accuracy: 0.904

Classification Report:

precision recall f1-score support

0.0 0.92 0.89 0.91 38

1.0 0.94 0.84 0.89 37

2.0 0.85 0.89 0.87 37

3.0 0.88 0.97 0.93 38

4.0 0.94 0.92 0.93 37

accuracy 0.90 187

macro avg 0.91 0.90 0.90 187

weighted avg 0.91 0.90 0.90 187

evaluation(y\_test,y\_pred\_xgb)

{'accuracy': 0.904, 'recall': 0.904, 'F1 score': 0.904, 'Precision score': 0.906}

cm = confusion\_matrix(y\_test, y\_pred\_xgb)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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 Oversample + Normalisasi

Pada bagian ini kita akan membuat sebuah model yang dimana data yang dipakai kali ini yang sudah dilakukan oversample dan normalisasi. Algoritma yang digunakan sama seperti sebelumnya yaitu KNN, Random Forest, dan XGBoost. Sekaligus dibuat visualisasi hasil evaluasi pada masing-masing model.

 KNN

from sklearn.neighbors import KNeighborsClassifier

from sklearn.ensemble import RandomForestClassifier

from xgboost import XGBClassifier

from sklearn.metrics import accuracy\_score, classification\_report

knn\_model = KNeighborsClassifier(n\_neighbors=3)

knn\_model.fit(X\_train\_normal, y\_train\_normal)

▾ KNeighborsClassifier

KNeighborsClassifier(n\_neighbors=3)

y\_pred\_knn = knn\_model.predict(X\_test\_normal)

# Evaluate the KNN model

print("K-Nearest Neighbors (KNN) Model:")

accuracy\_knn\_smote\_normal = round(accuracy\_score(y\_test\_normal,y\_pred\_knn),3)

print("Accuracy:", accuracy\_knn\_smote\_normal)

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_knn))

K-Nearest Neighbors (KNN) Model:

Accuracy: 0.861

Classification Report:

precision recall f1-score support

0.0 0.88 0.76 0.82 38

1.0 0.78 0.84 0.81 37

2.0 0.87 0.92 0.89 37

3.0 0.92 0.87 0.89 38

4.0 0.87 0.92 0.89 37

accuracy 0.86 187

macro avg 0.86 0.86 0.86 187

weighted avg 0.86 0.86 0.86 187

evaluation(y\_test\_normal,y\_pred\_knn)

{'accuracy': 0.861, 'recall': 0.861, 'F1 score': 0.861, 'Precision score': 0.863}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_knn)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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rf\_model = RandomForestClassifier(n\_estimators=100, random\_state=42) rf\_model.fit(X\_train\_normal, y\_train\_normal)

▾ RandomForestClassifier

RandomForestClassifier(random\_state=42)

y\_pred\_rf = rf\_model.predict(X\_test\_normal)

# Evaluate the Random Forest model

print("\nRandom Forest Model:")

accuracy\_rf\_smote\_normal = round(accuracy\_score(y\_test\_normal, y\_pred\_rf),3) print("Accuracy:",accuracy\_rf\_smote\_normal )

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_rf))

Random Forest Model:

Accuracy: 0.92
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precision recall f1-score support

0.0 0.94 0.89 0.92 38

1.0 0.85 0.92 0.88 37

2.0 0.89 0.89 0.89 37

3.0 0.95 0.97 0.96 38

4.0 0.97 0.92 0.94 37

accuracy 0.92 187

macro avg 0.92 0.92 0.92 187

weighted avg 0.92 0.92 0.92 187

evaluation(y\_test\_normal,y\_pred\_rf)

{'accuracy': 0.92, 'recall': 0.92, 'F1 score': 0.92, 'Precision score': 0.922}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_rf)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()

 XGBOOST

xgb\_model = XGBClassifier(learning\_rate=0.1, n\_estimators=100, random\_state=42) xgb\_model.fit(X\_train\_normal, y\_train\_normal)

▾ XGBClassifier

XGBClassifier(base\_score=None, booster=None, callbacks=None,

colsample\_bylevel=None, colsample\_bynode=None,

colsample\_bytree=None, device=None, early\_stopping\_rounds=None, enable\_categorical=False, eval\_metric=None, feature\_types=None, gamma=None, grow\_policy=None, importance\_type=None, interaction\_constraints=None, learning\_rate=0.1, max\_bin=None, max\_cat\_threshold=None, max\_cat\_to\_onehot=None,

max\_delta\_step=None, max\_depth=None, max\_leaves=None, min\_child\_weight=None, missing=nan, monotone\_constraints=None, multi\_strategy=None, n\_estimators=100, n\_jobs=None, num\_parallel\_tree=None, objective='multi:softprob', ...)

y\_pred\_xgb = xgb\_model.predict(X\_test\_normal)

# Evaluate the XGBoost model

print("\nXGBoost Model:")

accuracy\_xgb\_smote\_normal = round(accuracy\_score(y\_test\_normal, y\_pred\_xgb),3) print("Accuracy:",accuracy\_xgb\_smote\_normal)

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_xgb))

XGBoost Model:

Accuracy: 0.904

Classification Report:

precision recall f1-score support

0.0 0.92 0.89 0.91 38

1.0 0.94 0.84 0.89 37

2.0 0.85 0.89 0.87 37

3.0 0.88 0.97 0.93 38

4.0 0.94 0.92 0.93 37

accuracy 0.90 187

macro avg 0.91 0.90 0.90 187

weighted avg 0.91 0.90 0.90 187

evaluation(y\_test\_normal,y\_pred\_xgb)

{'accuracy': 0.904, 'recall': 0.904, 'F1 score': 0.904, 'Precision score': 0.906}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_xgb)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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Pada pembuatan model kali ini masih menggunakan algoritma yang sama (KNN, Random Forest, dan XGBoost), namun data yang digunakan adalah data yang sudah dilakukan TunNIng Parameter, Normalisasi, dan Oversample.

 KNN

from sklearn.neighbors import KNeighborsClassifier

from sklearn.ensemble import RandomForestClassifier

from xgboost import XGBClassifier

from sklearn.metrics import accuracy\_score, classification\_report

from sklearn.model\_selection import RandomizedSearchCV

Setiap parameter tunnning tidak selalu sama karena bergantung pada algoritma yang digunakan.

knn\_model = KNeighborsClassifier()

param\_grid = {

"n\_neighbors": range(3, 21),

"metric": ["euclidean", "manhattan", "chebyshev"],

"weights": ["uniform", "distance"],

"algorithm": ["auto", "ball\_tree", "kd\_tree"],

"leaf\_size": range(10, 61),

}

knn\_model = RandomizedSearchCV(estimator=knn\_model, param\_distributions=param\_grid, n\_iter=100, scoring="accuracy", cv=5)

knn\_model.fit(X\_train\_normal, y\_train\_normal)

best\_params = knn\_model.best\_params\_

print(f"Best parameters: {best\_params}")

Best parameters: {'weights': 'distance', 'n\_neighbors': 4, 'metric': 'manhattan', 'leaf\_size': 30, 'algorithm': 'ball\_tree'}

y\_pred\_knn = knn\_model.predict(X\_test\_normal)

# Evaluate the KNN model

print("K-Nearest Neighbors (KNN) Model:")

accuracy\_knn\_smote\_normal\_Tun = round(accuracy\_score(y\_test\_normal,y\_pred\_knn),3)

print("Accuracy:", accuracy\_knn\_smote\_normal\_Tun)

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_knn))

K-Nearest Neighbors (KNN) Model:

Accuracy: 0.93

Classification Report:

precision recall f1-score support

0.0 0.94 0.89 0.92 38

1.0 0.86 0.86 0.86 37

2.0 0.92 0.92 0.92 37

3.0 0.97 0.97 0.97 38

4.0 0.95 1.00 0.97 37

accuracy 0.93 187

macro avg 0.93 0.93 0.93 187

weighted avg 0.93 0.93 0.93 187

evaluation(y\_test\_normal,y\_pred\_knn)

{'accuracy': 0.93, 'recall': 0.93, 'F1 score': 0.93, 'Precision score': 0.93}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_knn)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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 RandomForest

rf\_model = RandomForestClassifier()

param\_grid = {

"n\_estimators": [100, 200],

"max\_depth": [ 10, 15],

"min\_samples\_leaf": [1, 2],

"min\_samples\_split": [2, 5],

"max\_features": ["sqrt", "log2"],

# "random\_state": [42, 100, 200]

}

rf\_model = RandomizedSearchCV(rf\_model, param\_grid, n\_iter=100, cv=5, n\_jobs=-1)

rf\_model.fit(X\_train\_normal, y\_train\_normal)

best\_params = rf\_model.best\_params\_

print(f"Best parameters: {best\_params}")

/usr/local/lib/python3.10/dist-packages/sklearn/model\_selection/\_search.py:305: UserWarning: The total space of parameters 32 is smaller than n\_iter=100. Running 32 iterations. For exhaustive searches, u warnings.warn(

Best parameters: {'n\_estimators': 100, 'min\_samples\_split': 2, 'min\_samples\_leaf': 1, 'max\_features': 'sqrt', 'max\_depth': 15}

y\_pred\_rf = rf\_model.predict(X\_test\_normal)

# Evaluate the Random Forest model

print("\nRandom Forest Model:")

accuracy\_rf\_smote\_normal\_Tun = round(accuracy\_score(y\_test\_normal, y\_pred\_rf),3)

print("Accuracy:",accuracy\_rf\_smote\_normal\_Tun)

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_rf))

Random Forest Model:

Accuracy: 0.904

Classification Report:

precision recall f1-score support

0.0 0.94 0.89 0.92 38

1.0 0.85 0.89 0.87 37

2.0 0.86 0.86 0.86 37

3.0 0.90 0.95 0.92 38

4.0 0.97 0.92 0.94 37

accuracy 0.90 187

macro avg 0.91 0.90 0.90 187

weighted avg 0.91 0.90 0.90 187

evaluation(y\_test\_normal,y\_pred\_rf)

{'accuracy': 0.904, 'recall': 0.904, 'F1 score': 0.904, 'Precision score': 0.906}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_knn)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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 XGBOOST

xgb\_model = XGBClassifier()

param\_grid = {

"max\_depth": [3, 5, 7],

"learning\_rate": [0.01, 0.1],

"n\_estimators": [100, 200],

"gamma": [0, 0.1],

"colsample\_bytree": [0.7, 0.8],

}

xgb\_model = RandomizedSearchCV(xgb\_model, param\_grid, n\_iter=10, cv=5, n\_jobs=-1)

xgb\_model.fit(X\_train\_normal, y\_train\_normal)

best\_params = xgb\_model.best\_params\_

print(f"Best parameters: {best\_params}")

Best parameters: {'n\_estimators': 100, 'max\_depth': 7, 'learning\_rate': 0.1, 'gamma': 0, 'colsample\_bytree': 0.7}

y\_pred\_xgb = xgb\_model.predict(X\_test\_normal)

# Evaluate the XGBoost model

print("\nXGBoost Model:")

accuracy\_xgb\_smote\_normal\_Tun = round(accuracy\_score(y\_test\_normal, y\_pred\_xgb),3)

print("Accuracy:",accuracy\_xgb\_smote\_normal\_Tun)

print("Classification Report:")

print(classification\_report(y\_test\_normal, y\_pred\_xgb))

XGBoost Model:

Accuracy: 0.92

Classification Report:

precision recall f1-score support

0.0 0.90 0.95 0.92 38

1.0 0.91 0.86 0.89 37

2.0 0.89 0.86 0.88 37

3.0 0.93 1.00 0.96 38

4.0 0.97 0.92 0.94 37

accuracy 0.92 187

macro avg 0.92 0.92 0.92 187

weighted avg 0.92 0.92 0.92 187

evaluation(y\_test\_normal,y\_pred\_xgb)

{'accuracy': 0.92, 'recall': 0.92, 'F1 score': 0.919, 'Precision score': 0.92}

cm = confusion\_matrix(y\_test\_normal, y\_pred\_xgb)

plt.figure(figsize=(8, 6))

sns.heatmap(cm, annot=True, fmt="d", cmap="Blues")

plt.title('Confusion Matrix')

plt.xlabel('True')

plt.ylabel('Predict')

plt.show()
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 8) Evaluasi

Selanjutnya kita akan melakukan evaluasi data sekaligus membandingkan antar algoritma guna dengan tujuan mengetahui jenis model algoritma yang menghasilkan hasil akurasi terbaik.

import matplotlib.pyplot as plt

model\_comp1 = pd.DataFrame({'Model': ['K-Nearest Neighbour','Random Forest',

'XGBoost'], 'Accuracy': [accuracy\_knn\_smote\*100,

accuracy\_rf\_smote\*100,accuracy\_xgb\_smote\*100]})

model\_comp1.head()
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0 K-Nearest Neighbour 75.4

1 Random Forest 92.0

2 XGBoost 90.4

# Membuat bar plot dengan keterangan jumlah

fig, ax = plt.subplots()

bars = plt.bar(model\_comp1['Model'], model\_comp1['Accuracy'], color=['red', 'green', 'blue']) plt.xlabel('Model')

plt.ylabel('Accuracy (%)')

plt.title('Oversample')

plt.xticks(rotation=45, ha='right') # Untuk memutar label sumbu x agar lebih mudah dibaca

# Menambahkan keterangan jumlah di atas setiap bar

for bar in bars:

yval = bar.get\_height()

plt.text(bar.get\_x() + bar.get\_width()/2, yval, round(yval, 2), ha='center', va='bottom')

plt.show()

model\_comp2 = pd.DataFrame({'Model': ['K-Nearest Neighbour','Random Forest', 'XGBoost'], 'Accuracy': [accuracy\_knn\_smote\_normal\*100,

accuracy\_rf\_smote\_normal\*100,accuracy\_xgb\_smote\_normal\*100]})

model\_comp2.head()

**Model Accuracy**

0 K-Nearest Neighbour 86.1

1 Random Forest 92.0

2 XGBoost 90.4

# Membuat bar plot dengan keterangan jumlah

fig, ax = plt.subplots()

bars = plt.bar(model\_comp2['Model'], model\_comp2['Accuracy'], color=['red', 'green', 'blue']) plt.xlabel('Model')

plt.ylabel('Accuracy (%)')

plt.title('Normalization + Oversampling')

plt.xticks(rotation=45, ha='right') # Untuk memutar label sumbu x agar lebih mudah dibaca

# Menambahkan keterangan jumlah di atas setiap bar

for bar in bars:

yval = bar.get\_height()

plt.text(bar.get\_x() + bar.get\_width()/2, yval, round(yval, 2), ha='center', va='bottom') plt.show()
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model\_comp3 = pd.DataFrame({'Model': ['K-Nearest Neighbour','Random Forest', 'XGBoost'], 'Accuracy': [accuracy\_knn\_smote\_normal\_Tun\*100,

accuracy\_rf\_smote\_normal\_Tun\*100,accuracy\_xgb\_smote\_normal\_Tun\*100]})

model\_comp3.head()

**Model Accuracy**

0 K-Nearest Neighbour 93.0

1 Random Forest 90.4

2 XGBoost 92.0

# Membuat bar plot dengan keterangan jumlah

fig, ax = plt.subplots()

bars = plt.bar(model\_comp3['Model'], model\_comp3['Accuracy'], color=['red', 'green', 'blue']) plt.xlabel('Model')

plt.ylabel('Accuracy (%)')

plt.title('Normalization + Oversampling + Tunning')

plt.xticks(rotation=45, ha='right') # Untuk memutar label sumbu x agar lebih mudah dibaca

# Menambahkan keterangan jumlah di atas setiap bar

for bar in bars:

yval = bar.get\_height()

plt.text(bar.get\_x() + bar.get\_width()/2, yval, round(yval, 2), ha='center', va='bottom') plt.show()

# Data frame

model\_compBest = pd.DataFrame({

'Model': ['K-Nearest Neighbour OverSample Tunning', 'Random Forest OverSample',

'XGB OverSample Standarization Tunning'],

'Accuracy': [accuracy\_knn\_smote\_normal\_Tun\*100, accuracy\_rf\_smote\_normal\*100,

accuracy\_xgb\_smote\_normal\_Tun\*100]

})

# Membuat bar plot dengan keterangan jumlah

fig, ax = plt.subplots()

bars = plt.bar(model\_compBest['Model'], model\_compBest['Accuracy'], color=['red', 'green', 'blue']) plt.xlabel('Model')

plt.ylabel('Accuracy (%)')

plt.title('Best Model Comparison')

plt.xticks(rotation=45, ha='right') # Untuk memutar label sumbu x agar lebih mudah dibaca

# Menambahkan keterangan jumlah di atas setiap bar

for bar in bars:

yval = bar.get\_height()

plt.text(bar.get\_x() + bar.get\_width()/2, yval, round(yval, 2), ha='center', va='bottom')

plt.show()
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 9) Streamlit

 10) Kesimpulan

Dari penelitian diatas setelah melakukan pemodelan dengan algoritma KNN, Random Forest, dan XGBoost dengan berbagai penanganan data antara lain menggunakan random over sampling SMOTE untuk penanganan imbalance data, RandomSearchCV untuk tunning, dan Normalisasi data. Dapat disimpulkan bahwa klasifikasi menggunakan Random Over Sampling SMOTE pada model KNN menghasilkan akurasi 75.4 %, model Random Forest dengan akurasi yang dihasilkan yaitu 92%, dan model XGBoots menghasilkan akurasi 90.4%. Disamping itu bila klasifikasi menggunakan data yang sudah dilakukan normalisasi dan Random Over Sampling SMOTE pada model KNN menghasilkan akurasi 86.1%, model Random Forest menghasilkan akurasi 92%, dan model XGBoots menghasilkan akurasi 90.4%. Dan pada klasifikasi menggunakan data yang telah dilakukan tunning RandomSearchCV, normalisasi, dan Random Over Sampling SMOTE dalam model KNN menghasilkan akurasi 93%, pada model Random Forest menghasilkan akurasi 87.7%. dan model XGBoots menghasilkan akurasi 92%. Oleh karena itu, dalam penanganan data yang optimal untuk mengatasi ketidakseimbangan data adalah dengan menggunakan metode random Oversampling SMOTE sekaligus yang dilengkapi dengan tuning menggunakan RandomSearchCV dan normalisasi data, memberikan hasil yang signifikan dalam meningkatkan akurasi model klasifikasi khususnya pada model KNN dan XGBoots, namun hal itu tidak terjadi pada model Random Forest yang

mengalami penurunan akurasi yang signifikan. Secara keseluruhan, penanganan dalam ketidakseimbangan data dengan menggunakan tunning parameter, normalisasi, dan oversampling dapat memberikan dampak signifikan terhadap performa model klasifikasi. Pemilihan model terbaik dan parameter optimal dapat meningkatkan akurasi dan kinerja model secara keseluruhan.
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